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# Virtual Function (Polymorphism)

## Problem Statement -

Write C++ Program with base class convert declares two variables, val1

and val2, which hold the initial and converted values, respectively. It also

defines the functions getinit( ) and getconv( ), which return the initial value

and the converted value. Int Val1 = 5 Explicitly convert the int to float

These elements of convert are fixed and applicable to all derived classes that

will inherit convert. However, the function that will actually perform the

conversion, compute ( ), is a pure virtual function that must be defined by

the classes derived from convert. The specific nature of compute ( ) will be

determined by what type of conversion is taking place.

Baseclass getinit() getcnv()

## Theory -

Polymorphism in C++

The word polymorphism means having many forms. Typically, polymorphism occurs when there

is a hierarchy of classes and they are related by inheritance.

C++ polymorphism means that a call to a member function will cause a different function to be

executed depending on the type of object that invokes the function.

Virtual Function:

A virtual function is a function in a base class that is declared using the keyword virtual.

Defining in a base class a virtual function, with another version in a derived class, signals to the

compiler that we don&#39;t want static linkage for this function.

Late Binding

In Late Binding function call is resolved at runtime. Hence, now compiler determines the type of

object at runtime, and then binds the function call. Late Binding is also called Dynamic Binding

or Runtime Binding.

What we do want is the selection of the function to be called at any given point in the program to

be based on the kind of object for which it is called. This sort of operation is referred to as

dynamic linkage, or late binding.

Problem without Virtual Keyword

class Base

{

public:

void show()

{

cout &lt;&lt; &quot;Base class&quot;;

}

};

class Derived:public Base

{

public:

void show()

{

cout &lt;&lt; &quot;Derived Class&quot;;

}

}

int main()

{

Base\* b; //Base class pointer

Derived d; //Derived class object

b = &amp;d;

b-&gt;show(); //Early Binding Ocuurs

}

Output : Base class

When we use Base class&#39;s pointer to hold Derived class&#39;s object, base class pointer or reference

will always call the base version of the function

Using Virtual Keyword

We can make base class&#39;s methods virtual by using virtual keyword while declaring them. Virtual

keyword will lead to Late Binding of that method.

class Base

{

public:

virtual void show()

{

cout &lt;&lt; &quot;Base class&quot;;

}

};

class Derived:public Base

{

public:

void show()

{

cout &lt;&lt; &quot;Derived Class&quot;;

}

}

int main()

{

Base\* b; //Base class pointer

Derived d; //Derived class object

b = &amp;d;

b-&gt;show(); //Late Binding Ocuurs

}

Output : Derived class

On using Virtual keyword with Base class&#39;s function, Late Binding takes place and the derived

version of function will be called, because base class pointer pointes to Derived class object.

Pure Virtual Functions:

It&#39;s possible that you&#39;d want to include a virtual function in a base class so that it may be redefined

in a derived class to suit the objects of that class, but that there is no meaningful definition you

could give for the function in the base class.

class Shape

{

protected:

int width, height;

public:

Shape( int a=0, int b=0)

{

width = a;

height = b;

}

// pure virtual function

virtual int area() = 0;

};

The = 0 tells the compiler that the function has no body and above virtual function will be called

pure virtual function.

## Code -

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Write C++ Program with base class convert declares two variables, val1  and val2, which hold the initial and converted values, respectively. It also  defines the functions getinit( ) and getconv( ), which return the initial value  and the converted value. Int Val1 = 5 Explicitly convert the int to float  These elements of convert are fixed and applicable to all derived classes that  will inherit convert. However, the function that will actually perform the  conversion, compute ( ), is a pure virtual function that must be defined by  the classes derived from convert. The specific nature of compute ( ) will be  determined by what type of conversion is taking place.  Baseclass getinit() getcnv()  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include <iostream>  using namespace std;  class convert  {  protected:  double val1;  double val2;  public:  convert(double i)  {  val1 = i;  }  double getconv()  {  return val2;  }  double getinit()  {  return val1;  }  virtual void compute() = 0;  };  class l\_to\_g : public convert  {  public:  l\_to\_g(double i) : convert(i)  {  }  void compute()  {  val2 = val1 / 3.7854;  }  };  // Fahrenheit to Celsius  class f\_to\_c : public convert  {  public:  f\_to\_c(double i) : convert(i)  {  }  void compute()  {  val2 = (val1 - 32) / 1.8;  }  };  int main()  {  convert \*p;  l\_to\_g lgob(4);  f\_to\_c fcob(70);  p = &lgob;  cout << p->getinit() << " liters is ";  p->compute();  cout << p->getconv() << " gallons\n";  p = &fcob;  cout << p->getinit() << " in Fahrenheit is ";  p->compute();  cout << p->getconv() << " Celsius\n";  return 0;  } |
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## Output -

![](data:image/png;base64,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)
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